1. Write the programme to sort the integers 8, 4, 3,5,6 and the alphabetical string C, O, I, P, U, in ascending order. Show the resulting output.

# CODE :

**package** Hellow;

**import** java.util.Arrays;

**public class** SortArrays {

**public static void** main(String[] args) {

// Integer array

**int**[] intArray = {8, 4, 3, 5, 6};

// String array

String[] strArray = {"C", "O", "I", "P", "U"};

// Sort the integer array Arrays.*sort*(intArray);

// Sort the string array Arrays.*sort*(strArray);

// Print sorted integer array System.***out***.print("Sorted integers values is : "); **for** (**int** num : intArray) {

System.***out***.print(num + " ");

}

System.***out***.println();

// Print sorted string array System.***out***.print("Sorted strings values is: "); **for** (String str : strArray) {

System.***out***.print(str + " ");

}

}

}

# OUTPUT :

![Screenshot 2024-08-02 185532.png](data:image/png;base64,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)

1. Write a Java program to implement the bubble sort algorithm to sort an array of integers in ascending order.

# CODE :

**package** Hellow;

**public class** BubbleSort {

**public static void** main(String[] args) {

// Array of integers to be sorted

**int**[] intArray = {8, 4, 3, 5, 6, 7, 9};

// Perform bubble sort

*bubbleSort*(intArray);

// Print the sorted array System.***out***.print("Sorted array: "); **for** (**int** num : intArray) {

System.***out***.print(num + " ");

}

}

// Bubble sort algorithm

**public static void** bubbleSort(**int**[] array) {

**int** n = array.length;

**boolean** swapped;

// Traverse through all elements in the array

**for** (**int** i = 0; i < n - 1; i++) { swapped = **false**;

// Last i elements are already sorted, no need to check them

**for** (**int** j = 0; j < n - 1 - i; j++) {

// Swap if the current element is greater than next element

**if** (array[j] > array[j + 1]) { **int** temp = array[j]; array[j] = array[j + 1]; array[j + 1] = temp; swapped = **true**;

}

}

// If no two elements were swapped in inner loop,the array is sorted

**if** (!swapped) **break**;

}

}

}

# OUTPUT :

![Screenshot 2024-08-02 191112.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASYAAAAmCAIAAADm0aE5AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEQ0lEQVR4nO2cPXajMBDHxb49Q04AKfx8AnyCeJut0qaD0jTbpUyXBsrQbZuKZtEJzAn8XBhOkMo38BYQI4kPjwDLdvL/VUmkGY2kmZE0TmLt93v2ycfHx93dHQMAnI2fyvdJklzEDgC+CZZyyjmOc0FrAPjy/Li0AQB8LxByABgFIQeAURByABjlxkKO+5bl80tbAcBw+kKuiBbWJ4uomGC0IlogZE7CfcsasfCVOG2ZpbHoYqosQaoxEnk40Q/p6yFKXZXLdYYc9y0nYGF+KPnLnq7K7q/Mw9vhkzxkgaMVdUX0EmuO56WHmrcHkgz3LWvJUg0pYVYlqceYOzv1mVQRLZxgnh5lssChxXctlXrxcpojYxr2ArvdTlqPY8BNRR66yg5rknrj5G8PvRlXC0wXGragE2wD0RXUbjQxxb7RbjcpfRfLbJt3NUlnvZh1uG8tokK4RZSNVX8nyBiLl22S4r1DSWNC05KcwXUtPNHUobCIFupdp3F5LgUHptlit9HozV+DzA3/0A6q4fAkHjsK1VL7fs7YZndcu3ybnT4ai91G6mT/enRFJRem45QrMwNrPerkpJF6TP3u+ANqjpKyUlNhbQM1vaaeYHdTRYeFvU0dCtXrQPN6UK7ksCuD1mWj7qx3ytXonIyCpPbc8tAlSwnLRxVruNlVHXOdIXc41GEnr2pjP1UPFFrz0BVF26eudBJ7qU0T3IN6LOw3vkPhsJxAsFjTncW1HWQFOTWUxh316/uztsTREYlCcmxW0jcRchWVydUUOtI4abPb11rOtGLCbfQfmr6VkOtQ0au9U+FoX+9jWGIfaAZxsN6cS0Cvu2BUuQU0UekQTjuT5wWgfC5nr9aH1GNZ8Hq+mmXDQYiVs3a4by3jWmVrTE+m0P716LI44WySR46CvXr2WPb+78Q7ZJpHnH0/p3Yd/jIqopeYec8rm9j7Kci8dL2yGWMPb3Q/FAqk6xXbZmx+Txvx7FA/CndmrvCVXFjJtxnzfg/fbmf26bIq6uOZJ6TyCU9iNsoiPYX26tljccIZT2KyL00KT2LGssARq0xllUrrkx2exIzgmqoHFLsNRawa4zXQ8Ra1XOLMXP1450k8qTuMpP1imYdu4/l5PJlH1DeU15Kovl1M0C4XN/qQzK3ERl0sexWesm1M+aRjwShSg4Q0bu2SO1Bnp1M3qQWUh7jWUmqPeHa633K9tSyxUZrPyc0WSjJqqaJ9vLrFSw956JK8Qi78SFLD3nI9Cuv29p3VDbkhRcQWFSTBjt3QE9Scmu6MZNegSbcX/q4D/InqNBTRwnl/zNeXuFaCm0L9RwxgCNx3AhbmiDdwmhv7S4Jro/pFleUmxAEHaOBiCYBRcMoBYBSEHABGQcgBYBSEHABGQcgBYBSEHABGQcgBYBSEHABGQcgBYBSEHABGQcgBYBSEHABGQcgBYBSEHABGQcgBYJT/D7XcZIffs5cAAAAASUVORK5CYII=)

1. Write a program to input an array 10 elements and print the cube of prime numbers in it.

# CODE :

**package** Hellow;

**import** java.util.Scanner;

**public class** PrimeCubes {

**public static void** main(String[] args) { Scanner scanner = **new** Scanner(System.***in***); **int**[] array = **new int**[10];

// Input 10 elements into the array System.***out***.println("Enter 10 elements:"); **for** (**int** i = 0; i < 10; i++) {

array[i] = scanner.nextInt();

}

// Print the cube of prime numbers in the array System.***out***.println("Cubes of prime numbers in the array:"); **for** (**int** num : array) {

**if** (*isPrime*(num)) {

System.***out***.println(num + "^3 = " + (num \* num \* num));

}

}

scanner.close();

}

// Method to check if a number is prime **public static boolean** isPrime(**int** num) { **if** (num <= 1) **return false**;

**for** (**int** i = 2; i <= Math.*sqrt*(num); i++) {

**if** (num % i == 0) **return false**;

}

**return true**;

}

}

# OUTPUT :
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1. Write a java program to implement integer wrapper class methods.(any 3 methods)

# CODE :

**package** Hellow;

**public class** IntegerWrapperClassMethods {

**public static void** main(String[] args) {

// Method 1: parseInt String numberStr = "1505";

**int** number = Integer.*parseInt*(numberStr); System.***out***.println("Parsed integer: " + number);

// Method 2: toString

**int** anotherNumber = 500;

String anotherNumberStr = Integer.*toString*(anotherNumber); System.***out***.println("Integer to string: " + anotherNumberStr);

// Method 3: compareTo Integer num1 = 100; Integer num2 = 200;

**int** comparisonResult = num1.compareTo(num2);

**if** (comparisonResult < 0) {

System.***out***.println(num1 + " is less than " + num2);

} **else if** (comparisonResult > 0) {

System.***out***.println(num1 + " is greater than " + num2);

} **else** {

System.***out***.println(num1 + " is equal to " + num2);

}

}

}

# OUTPUT :
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1. Write a java program to implement double wrapper class methods.(any 3 methods)

# CODE :

**package** Hellow;

**public class** DoubleWrapperClassMethods {

**public static void** main(String[] args) {

// Method 1: parseDouble String doubleStr = "123.45";

**double** number = Double.*parseDouble*(doubleStr); System.***out***.println("Parsed double: " + number);

// Method 2: toString

**double** anotherNumber = 456.78;

String anotherNumberStr = Double.*toString*(anotherNumber); System.***out***.println("Double to string: " + anotherNumberStr);

// Method 3: compareTo Double num1 = 100.25; Double num2 = 200.50;

**int** comparisonResult = num1.compareTo(num2);

**if** (comparisonResult < 0) {

System.***out***.println(num1 + " is less than " + num2);

} **else if** (comparisonResult > 0) {

System.***out***.println(num1 + " is greater than " + num2);

} **else** {

System.***out***.println(num1 + " is equal to " + num2);

}

}

}

# OUTPUT :
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1. Write a java program to implement float wrapper class methods.(any 3 methods)

# CODE :

**package** Hellow;

**public class** FloatWrapperClassMethods {

**public static void** main(String[] args) {

// Method 1: parseFloat String floatStr = "123.45";

**float** parsedFloat = Float.*parseFloat*(floatStr); System.***out***.println("Parsed float: " + parsedFloat);

// Method 2: isNaN

Float nanValue = Float.***NaN***; System.***out***.println("Is NaN: " + nanValue.isNaN());

// Method 3: compareTo Float num1 = 100.25f; Float num2 = 200.50f;

**int** comparisonResult = num1.compareTo(num2);

**if** (comparisonResult < 0) {

System.***out***.println(num1 + " is less than " + num2);

} **else if** (comparisonResult > 0) {

System.***out***.println(num1 + " is greater than " + num2);

} **else** {

System.***out***.println(num1 + " is equal to " + num2);

}

}

}

# OUTPUT :
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1. Write a Java program to validate email addresses using regular expressions. The email should have the format [username@domain.com](mailto:username@domain.com) where username and domain can contain alphanumeric characters, dots, and hyphens.

# CODE :

**package** Hellow;

**import** java.util.regex.Matcher; **import** java.util.regex.Pattern; **import** java.util.Scanner;

**public class** EmailValidator {

// Regular expression for validating email addresses

**private static final** String ***EMAIL\_REGEX*** = "^[a-zA-Z0-9.\_-]+@[a-zA-Z0-9.-

]+\\.[a-zA-Z]{2,}$";

**public static void** main(String[] args) { Scanner scanner = **new** Scanner(System.***in***);

// Input email address

System.***out***.print("Enter an email address to validate: "); String email = scanner.nextLine();

// Validate email address

**if** (*isValidEmail*(email)) {

System.***out***.println("The email address is valid.");

} **else** {

System.***out***.println("The email address is invalid.");

}

scanner.close();

}

// Method to validate email address using regex

**public static boolean** isValidEmail(String email) { Pattern pattern = Pattern.*compile*(***EMAIL\_REGEX***); Matcher matcher = pattern.matcher(email); **return** matcher.matches();

}

}

# OUTPUT :

![Screenshot 2024-08-02 215745.png](data:image/png;base64,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)

1. Create a Java program to validate phone numbers. The format should be (xxx) xxx-xxxx where x is a digit.

# CODE :

**package** Hellow;

**import** java.util.Scanner;

**import** java.util.regex.Pattern;

**public class** PhoneNumberValidator {

// Regular expression for validating phone numbers

**private static final** Pattern ***PHONE\_PATTERN*** = Pattern.*compile*("^\\(\\d{3}\\)

\\d{3}-\\d{4}$");

**public static void** main(String[] args) { Scanner scanner = **new** Scanner(System.***in***);

xxxx): ");

// Input phone number

System.***out***.print("Enter a phone number to validate (format: (xxx) xxx- String phoneNumber = scanner.nextLine();

// Validate phone number and print result

**if** (***PHONE\_PATTERN***.matcher(phoneNumber).matches()) { System.***out***.println("The phone number is valid.");

} **else** {

System.***out***.println("The phone number is invalid.");

}

scanner.close();

}

}

# OUTPUT :
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